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public void IndexControllerShowsAllLocationRecords()

{

Mock<IUnitOfWork> mock = new Mock<IUnitOfWork>();

mock.Setup(m => m.Repository<Location>().GetAll()).Returns(new List<Location> { new Location { Id = 1, LocationName = "Location 1" }, new Location { Id = 2, LocationName = "Location 2" }, new Location { Id = 3, LocationName = "Location 3" }, });

LocationController controller = new LocationController(mock.Object);

var model = (controller.Index() as ViewResult)?.ViewData.Model as List<LocationListViewModel>;

Assert.Equal("Location 1", model[0].LocationName);

Assert.Equal(3, model.Count);

Assert.Equal(2, model[1].LocationTableID);

}

[Fact]

public void DetailsShowsCorrectRecord()

{

Mock<IUnitOfWork> mock = new Mock<IUnitOfWork>();

mock.Setup(m => m.Repository<Location>().Get(It.IsAny<Func<Location, bool>>())).Returns(new Location { Id = 1, LocationName = "Location 1" });

LocationController controller = new LocationController(mock.Object);

var model = (controller.Details(1) as ViewResult)?.ViewData.Model as LocationListViewModel;

Assert.Equal("Location 1", model.LocationName);

Assert.Equal(1, model.LocationTableID);

}

private ApplicationContext GetContextWithData()

{

var options = new DbContextOptionsBuilder<ApplicationContext>()

.UseInMemoryDatabase(Guid.NewGuid().ToString())

.Options;

var context = new ApplicationContext(options);

context.Location.Add(new Location { Id = 1, LocationName = "Location 1" });

context.Location.Add(new Location { Id = 2, LocationName = "Location 2" });

//context.Activities.Add(new Activity { Id = 1, Title = "Title 1", Description = "Description 1", BeginDate = DateTime.Now, EndDate = DateTime.Now, ActivityStatusId = 1, Completed = true, Requester = "Requester 1", Sponsor = "Sponsor 1", RequestNumber = "1" });

//context.Activities.Add(new Activity { Id = 2, Title = "Title 2", Description = "Description 2", BeginDate = DateTime.Now, EndDate = DateTime.Now, ActivityStatusId = 1, Completed = true, Requester = "Requester 2", Sponsor = "Sponsor 2", RequestNumber = "2" });

context.SaveChanges();

return context;

}

private Repository<Location> GetRepository()

{

var options = new DbContextOptionsBuilder<ApplicationContext>()

.UseInMemoryDatabase(Guid.NewGuid().ToString())

.Options;

var context = new ApplicationContext(options);

context.Location.Add(new Location { Id = 1, LocationName = "Location 1" });

context.Location.Add(new Location { Id = 2, LocationName = "Location 2" });

//context.Activities.Add(new Activity { Id = 1, Title = "Title 1", Description = "Description 1", BeginDate = DateTime.Now, EndDate = DateTime.Now, ActivityStatusId = 1, Completed = true, Requester = "Requester 1", Sponsor = "Sponsor 1", RequestNumber = "1" });

//context.Activities.Add(new Activity { Id = 2, Title = "Title 2", Description = "Description 2", BeginDate = DateTime.Now, EndDate = DateTime.Now, ActivityStatusId = 1, Completed = true, Requester = "Requester 2", Sponsor = "Sponsor 2", RequestNumber = "2" });

context.SaveChanges();

Repository<Location> repoLocation = new Repository<Location>(context);

return repoLocation;

}